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Abstract

This manual provides a comprehensive guide to the Cybernetic Forecasting and Trading Sys-
tem, a Python-based framework inspired by Norbert Wiener’s principles of cybernetics. The system
employs non-linear forecasting using Volterra series (approximating Wiener integrals) with adaptive
kernel adjustments based on market feedback, incorporating L2 regularization and return normaliza-
tion for stability. It includes a robust backtesting engine with advanced risk management features
such as dynamic position sizing, stop-loss, and take-profit mechanisms. Furthermore, it introduces
Walk-Forward Optimization (WFO) for robust parameter tuning and out-of-sample performance
evaluation. This document details the theoretical underpinnings, class structures, mathematical
formulations, usage instructions, and potential limitations.
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1 Introduction

The Cybernetic Forecasting and Trading System is an ambitious project that explores the application of
cybernetic principles to financial market analysis and automated trading. Inspired by Norbert Wiener’s
seminal work ”Cybernetics: Or Control and Communication in the Animal and the Machine,” this
system treats financial markets as complex, dynamic systems where information flow and feedback loops
are paramount.

Our primary goal is to develop a trading agent that can:

e Extract meaningful ”information” from noisy financial time series.



Forecast future market movements (magnitude and sign) using non-linear models.

Adapt its forecasting capabilities through continuous feedback from observed market outcomes.

Implement robust trading rules with integrated risk management.

Systematically optimize its parameters using Walk-Forward Optimization (WFO) to ensure out-
of-sample robustness.

The system is implemented in Python, providing a modular and extensible framework for research
and experimentation.

2 Core Cybernetic Concepts Applied to Trading

At the heart of this system are several key concepts from cybernetics:

2.1 Information and Entropy

Wiener viewed information as a measure of organization, inversely related to entropy (disorder). In
financial markets:

e High Entropy: A market with high entropy is highly unpredictable, resembling pure random
noise (e.g., Brownian motion). There is little ”information” to exploit for forecasting.

e Low Entropy: A market with lower entropy exhibits more discernible patterns or structure,
meaning there is more extractable ”information” that can be used for forecasting.

We quantify this using Sample Entropy (SampEn), which measures the complexity and predictability
of a time series. A lower SampEn value suggests more regularity and potential predictability. The
implementation handles cases of zero or near-zero variance in data to prevent numerical issues.

2.2 Non-linear Forecasting (Wiener Integrals / Volterra Series)

Financial markets are inherently non-linear. To capture these complex relationships, our system employs
a non-linear forecasting model based on the concept of multiple Wiener integrals, approximated by
a Volterra series.

A general non-linear function F'(X;) of a time series X; (our financial returns) driven by a Wiener
process (Brownian motion increments, representing market randomness) can be expressed as:

F(Xt) = KO +/0 Kl(T)dW(T) + //O KQ(Tl,TQ)dW(Tl)dW(TQ) +...

Where:
e Kj: A constant term (bias).
e K;(7): The first-order kernel, capturing linear dependencies on past increments dW (7).

e K5(11,72): The second-order kernel, capturing quadratic (pairwise) interactions between past in-
crements.

e dW(7): Increments of a standard Wiener process (Brownian motion), representing the fundamental
random input.

In our discrete-time implementation, this translates to a Volterra series expansion, where the integrals are
replaced by sums and the kernels K,, become discrete coefficients. Our current implementation supports
up to second-order (K3) kernels.



2.3

Adaptive Learning and Feedback

A cornerstone of cybernetics is the feedback loop. Our system continuously adapts its forecasting model
through feedback:

1.
2.
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Forecast: The model predicts the next period’s return.

Act (Trade): A trading decision (BUY, SELL, HOLD) is made based on the forecast’s sign and
magnitude.

Observe: The actual market return for that period is observed.

Adapt (Learn): The error between the predicted and actual return serves as a feedback signal.
This error is used to adjust the model’s kernels (K, ) using a gradient descent-like update rule,
incorporating L2 regularization. This continuous adaptation allows the system to ”learn” from its
mistakes and improve its forecasting accuracy over time, striving for a form of market ” homeostasis”
(e.g., stable positive returns or minimal drawdowns).

Risk Management

To make the trading strategy practical and robust, several risk management features are integrated:

2.5

Dynamic Position Sizing: Limits the fraction of capital allocated to any single trade, preventing
overexposure. The max_position_size parameter controls this.

Stop-Loss (SL): Automatically closes a losing position if the price moves against the trade by a
predefined percentage (stop-loss_pct), limiting downside risk.

Take-Profit (TP): Automatically closes a winning position if the price moves favorably by a
predefined percentage (take_profit_pct), locking in gains.

Transaction Costs: Accounts for transaction_cost_bps on each side of a trade (buy and sell),
providing a more realistic simulation.

Walk-Forward Optimization (WFO)

To address the critical issue of overfitting and ensure the robustness of the chosen parameters, the
system includes a Walk-Forward Optimization (WFO) framework. WFO is a technique for backtesting
and optimizing trading strategies over time, by repeatedly:

1.

4.

Dividing the historical data into an ”in-sample” (training) period and an ”out-of-sample” (testing)
period.

. Optimizing the strategy parameters within the training period (e.g., using a grid search).

Evaluating the performance of the *best* parameters from the training period on the subsequent,
unseen testing period.

”Walking forward” by shifting both windows forward in time and repeating the process.

This process provides a more realistic assessment of a strategy’s performance in live trading, as parameters
are always optimized on past data before being applied to future, unseen data.
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System Architecture: Class Definitions

The system is composed of three main Python components: CyberneticTrader, BacktestingEngine, and
the walk_forward_optimization function.



3.1 CyberneticTrader Class

The CyberneticTrader class embodies the core forecasting and adaptive learning logic.

1 class CyberneticTrader:

2 def __init__(self, history_length=20, learning_rate=0.001,
order_wiener_expansion=2, regularization_strength=0.001,

4 normalize_returns=True) :

# ... (initialization logic)

7 def _initialize_kernels(self, order):
8 # ... (kernel initialization)

10 def _calculate_entropy(self, data):
11 # ... (Sample Entropy calculation)

13 def _wiener_forecast (self, current_history_normalized):
14 # ... (non-linear forecasting using kernels)

16 def _adaptive_kernel_adjustment(self, actual_return_normalized,
predicted_return_normalized, history_at_prediction_time_normalized):
17 # ... (kernel adaptation with feedback and regularization)

19 def process_data_point(self, current_return):
20 # ... (main method to process data, forecast, and adapt)

Listing 1: CyberneticTrader Class Definition (Excerpt)

Parameters:

e history_length (int): The number of past returns used as input for the forecasting model. This
defines the "memory” of the system.

e learning rate (float): Controls how aggressively the model’s kernels are adjusted during adapta-
tion. A smaller value leads to smoother, slower learning.

e order_wiener_expansion (int): The highest order of non-linearity to include in the Volterra series
expansion (0 for constant, 1 for linear, 2 for quadratic, etc.). Currently, up to order 2 is fully
implemented.

e regularization strength (float): The L2 regularization strength applied during kernel adjustment.
A higher value penalizes large kernel coefficients, helping to prevent overfitting.

e normalize returns (bool): If True, the historical returns used for forecasting and learning are
normalized (mean 0, standard deviation 1). This can improve the stability and performance of the
gradient-based kernel updates.

Key Methods:

e _initialize_kernels(): Sets up the initial (zero) values for the constant (Kj), linear (K;), and
quadratic (K3) kernels.

e _calculate_entropy(data): Computes the Sample Entropy of the provided data window using nolds.sampen.
This provides a measure of market predictability. Includes checks for near-zero standard deviation
to prevent numerical errors.

e _wiener_forecast(current_history_normalized): Performs the actual non-linear prediction for the
next period’s return using the current state of the kernels and the normalized historical data.

e _adaptive_kernel adjustment(...): The core feedback mechanism. It takes the actual observed return
and the model’s previous prediction to calculate an error. This error then drives the adjustment
of the kernels using a simplified gradient descent rule with L2 regularization.



e process_data_point(current_return): The main public method. It takes a new daily return, updates
the internal history, triggers the kernel adaptation (if enough history is available), makes a new
forecast for the *next* period, and determines a trading signal (BUY /SELL/HOLD). It also handles
the rolling normalization of returns if normalize_returns is True.

3.2 BacktestingEngine Class

The BacktestingEngine simulates the trading process over historical price data, evaluates the Cybernet-
icTrader’s performance, and incorporates risk management rules.
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class BacktestingEngine:

def __init__(self, trader_instance, initial_capital=10000.0,
transaction_cost_bps=1.0,

max_position_size=1.0, stop_loss_pct=0.02, take_profit_pct=0.03):

# ... (initialization logic)

def _execute_trade(self, date, current_price, daily_return,
signal_for_next_period, predicted_return, current_entropy):
# ... (daily trading logic)

def run_backtest(self, price_data_series):
# ... (main backtesting loop)

def analyze_results(self):
# ... (performance metrics calculation and display)

Listing 2: BacktestingEngine Class Definition (Excerpt)

Parameters:

e trader_instance (CyberneticTrader): An instantiated CyberneticTrader object.
e initial capital (float): The starting capital for the backtest simulation.

e transaction_cost_bps (float): Transaction costs in basis points (e.g., 1.0 means 0.01% per trade
side). These costs are applied when opening or closing a position.

e max_position_size (float): The maximum fraction of the current capital that can be allocated to
a single long or short position (e.g., 0.8 means 80% of capital).

e stop_loss_pct (float): The percentage loss from the entry price at which an open position is
automatically closed (e.g., 0.02 for 2% stop-loss).

e take profit_pct (float): The percentage gain from the entry price at which an open position is
automatically closed (e.g., 0.03 for 3% take-profit).

Key Methods:

e _execute_trade(...): An internal method that processes the trading logic for a single day. It cal-
culates daily P&L, applies transaction costs, and checks for stop-loss/take-profit triggers. It also
manages opening, closing, or reversing positions based on the CyberneticTrader’s signal.

e run_backtest(price_data_series): The main method to start the simulation. It iterates through the
historical price data, feeds returns to the CyberneticTrader, and executes trades based on the
generated signals and risk management rules. It also handles resetting the CyberneticTrader’s
internal state for each backtest run (crucial for WFO).

e analyze results(): Calculates and prints key performance indicators (KPIs) of the backtested strat-
egy, including Total Return, Annualized Return, Annualized Volatility, Sharpe Ratio, and Max
Drawdown. It also returns the detailed trade log and portfolio value history.




3.3

Walk-Forward Optimization Function

The walk_forward_optimization function orchestrates the WFO process.

def walk\_forward\_optimization(
price\_data\_series: pd.Series,
trader\ _param\_grid: dict,
backtester\_param\_grid: dict,
train\_window\_size: int,
test\_window\_size: int,

step\_size: int,

initial\_capital: float = 10000.0,
transaction\_cost\_bps: float = 1.0,

optimization\_metric: str = ’sharpe\_ratio’
) -> dict:
# ... (WFO logic)

Listing 3: walk_forward_optimization Function Definition (Excerpt)

Parameters:

price_data_series (pd.Series): The full historical price data for the asset.

trader_param_grid (dict): A dictionary defining the parameter space for CyberneticTrader (e.g.,
history_length, learning rate, regularization_strength). Each value should be a list of values to test.

backtester_param_grid (dict): A dictionary defining the parameter space for BacktestingEngine
(e.g., max_position_size, stop_loss_pct, take_profit_pct).

train_window size (int): The number of data points (e.g., trading days) in each in-sample (training)
window.

test_window _size (int): The number of data points in each out-of-sample (testing) window.
step_size (int): How many data points the windows advance in each WFO step.
initial_capital (float): Initial capital for each backtest run within WFO.
transaction_cost_bps (float): Transaction costs for backtests within WFO.

optimization_metric (str): The performance metric to optimize for during the in-sample training
phase (e.g., ’sharpe_ratio’, ’annualized return’, "total_return’).

Return Value:

Returns a dictionary containing:
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wfo_results_df (pd.DataFrame): A DataFrame detailing the best parameters found and their out-
of-sample performance for each WFO window.

overall_portfolio_series (pd.Series): A concatenated Series representing the cumulative portfolio
value across all out-of-sample testing periods.

overall_metrics (dict): A dictionary of overall performance metrics calculated from the over-
all_portfolio_series.

Mathematical Foundations

Volterra Series Approximation of Wiener Integrals

For discrete time series, the continuous Wiener integral expansion can be approximated by a Volterra
series. If z; is the financial return at time ¢, and we want to predict x4;; based on past returns

Ty_fyo .

., Z¢, a second-order Volterra series can be written as:

L-1 L-1L-1
i1 = Ko+ Z Ky (i)a—; + Z Z K5(i,5)xi 2
i=0 i=0 j=0




Where:
e 7;.1: The predicted return for the next period.

e [: The history_length.

Ko: The constant kernel.

K (i): The linear kernel, representing the influence of the return ¢ periods ago.

Ks(i,7): The quadratic kernel, representing the interaction between returns ¢ and j periods ago.
For symmetry, Ks(i,j) = Ka(j,1).

The _wiener_forecast method implements this summation.

4.2 Kernel Update Rule with L2 Regularization

The kernels are updated using a form of stochastic gradient descent. For an observed actual return
Zactual a0d a predicted return Zp,edicted, the error is € = Tactual — Tpredicted-
The update rule for a generic kernel K (e.g., Ko, K1 (i), or Ka(i,7)) is:

ampredictad

—n- MK,
oK n id

Knew: old+77'€'

Where:

e 1n: learning rate.

e \: regularization_strength.
Specifically:

O predicte
o For Ko: =25zttt =1

K§* = K§' +n-e—n- X Kg'

-\, OFpredicted
e For K (i): gKil(i; =T

Kl(i)new — Kl(i)Old e my_y—1- - Kl(i)Old

.\, OZpredicted
e For Ks(i,j): de(Z,]t) = T4 T

Ko(i, §)" = Ka(i, /) + - e xpjmej —n- X Ka(i, )

These updates are performed in the _adaptive_kernel_adjustment method.

4.3 Sample Entropy

Sample Entropy (SampEn) is a measure of complexity and regularity of a time series. For a time series
of length N, given parameters m (embedding dimension) and r (tolerance), SampEn is calculated as:

A
SampEn(m,r, N) = —In (B)

Where:
e B: Number of pairs of vectors of length m that are within tolerance r.
e A: Number of pairs of vectors of length m + 1 that are within tolerance r.

A smaller SampEn value indicates more regularity and predictability. Our implementation uses nolds.sampen
with m = 2 and r = max(0.2 x std(data), 107?).



4.4 Return Normalization

When normalize_returns is True, the historical returns z;_; are normalized before being fed into the
_wiener_forecast and _adaptive kernel adjustment methods. The normalization uses a rolling mean (u)
and standard deviation (o) of the history_length window:

r_ Ti—i — M
g

The predicted normalized return &}, is then denormalized before being returned:
Tp41 = Tpyy 0+ 1

This helps to ensure that the learning process is not unduly affected by the scale of the returns.

5 Usage Guide

5.1 Installation

Before running the code, ensure you have the necessary Python packages installed:

pip install numpy pandas matplotlib nolds yfinance

5.2 Running the Examples

The if _name__ == "_main__": block in the provided Python script contains several example backtests,
including synthetic data and a real-world data example using yfinance.

1. Synthetic Data Examples: Brownian Motion, Mean-Reverting, and Trending data. These serve
to illustrate the system’s behavior under different market characteristics.

2. Real-World Data (AAPL): Downloads historical *Close’ prices for Apple (AAPL) using yfinance
and runs a direct backtest.

3. Walk-Forward Optimization (WFO) Example: Demonstrates how to use the walk_forward_optimization

function to tune parameters on real data.

Simply run the Python script:

python your\_script\_name.py

Each backtest and WFO run will print a summary of performance metrics and display a plot of the
portfolio value over time.

5.3 Performing Walk-Forward Optimization

To perform WFO, you need to define the parameter grids for CyberneticTrader and BacktestingEngine,
along with the window sizes and step size.

# Define parameter grids for optimization
trader_param_grid = {
’history_length’: [10, 20, 30],
’learning_rate’: [0.0005, 0.001, 0.002],
’regularization_strength’: [0.0001, 0.0005, 0.001],
’order _wiener_expansion’: [2],
’normalize_returns’: [True]

}

backtester_param_grid = {
’max_position_size’: [0.5, 0.8, 1.0],
’stop_loss_pct’: [0.03, 0.05],
>take_profit_pct’: [0.05, 0.10]

}




# WFO window settings (e.g., 1 year train, 1 quarter test,

quarter)

train_window_size = 252 # "1 year of trading days
test_window_size = 63 # “1 quarter of trading days
step_size = 63 # Re-optimize every quarter
wfo_results = walk_forward_optimization(

price_data_series=price_series_wfo,
trader_param_grid=trader_param_grid,
backtester_param_grid=backtester_param_grid,
train_window_size=train_window_size,
test_window_size=test_window_size,
step_size=step_size,
initial_capital=10000.0,
transaction_cost_bps=1.0,
optimization_metric=’sharpe_ratio’

)

slide by
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Listing 4: WFO Example Setup (Excerpt)
The wfo_results dictionary will contain the wfo_results_df with detailed results for each window and
overall_portfolio_series for cumulative out-of-sample performance.
5.4 Interpreting Results
The analyze_results() method provides key performance indicators (KPIs):
e Initial Capital / Final Capital: Starting and ending portfolio values.
e Total Return: Percentage gain/loss over the entire backtest period.

e Annualized Return: The average annual return, useful for comparing strategies over different
timeframes.

¢ Annualized Volatility: The standard deviation of daily portfolio returns, annualized. A measure
of risk.

e Sharpe Ratio: (Annualized Return - Risk-Free Rate) / Annualized Volatility. Measures risk-
adjusted return (higher is better). (Assumes 0 risk-free rate for simplicity).

e Max Drawdown: The largest percentage drop from a peak in portfolio value. Indicates worst-case
risk.

e Total Transaction Costs: Sum of all costs incurred from buying/selling.
e Number of Trading Days: Total periods simulated.

The plots visually represent the portfolio’s growth (or decline) over time, allowing for quick assessment
of performance and stability. For WFO, the ”Overall Out-of-Sample Performance” metrics are crucial
as they represent the strategy’s robustness on unseen data.

6 Limitations and Future Work

While this cybernetic trading system provides a strong foundation, it has several limitations and areas
for future enhancement:

e Simplistic Kernels: The current implementation of K; and K5 kernels is a direct discrete rep-
resentation. More sophisticated approaches might involve using basis functions (e.g., Laguerre
polynomials, Hermite polynomials) to represent the kernels, which can improve efficiency and gen-
eralization.

e Optimization Challenges: The kernel adjustment uses a basic stochastic gradient descent. More
advanced optimization algorithms (e.g., Adam, RMSprop) could lead to faster and more stable
convergence, especially with larger datasets or higher-order expansions.




e Stationarity Assumptions: The underlying Volterra series theory often assumes stationary input
processes. Real financial returns exhibit periods of non-stationarity, which can impact model
performance. Dynamic adaptation helps, but explicit handling of non-stationarity (e.g., regime
switching models) could be beneficial.

e Transaction Costs Model: The transaction cost model is fixed. A more realistic model might
include bid-ask spreads, slippage, and tiered commission structures.

e Higher-Order Non-linearity: While the framework supports higher orders, explicit implemen-
tation of K3 and beyond would require handling multi-dimensional tensors, significantly increasing
computational complexity and the number of parameters to learn.

¢ More Advanced Risk Management: Further enhancements could include Value-at-Risk (VaR)
based position sizing, dynamic stop-loss/take-profit levels, and portfolio-level risk controls.

e Computational Complexity of WFO: Walk-Forward Optimization can be computationally
intensive, especially with large parameter grids and small step sizes. Parallelization or more efficient
optimization algorithms (e.g., Bayesian optimization) could be explored.

e Overfitting in WFO: While WFO mitigates overfitting compared to a single backtest, it’s still
possible to overfit the WFO process itself (e.g., by selecting an optimization_metric that is too
volatile or by having too many WFO windows). Careful selection of window sizes and metrics is
important.

e Market Microstructure: The model operates on daily returns. For high-frequency trading,
market microstructure effects (order book dynamics, latency) would need to be considered.

This system serves as a powerful conceptual starting point for applying cybernetic principles to
quantitative finance. Further research and development can address the identified limitations to build
even more sophisticated and robust trading agents.
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